# Spring Data

# Car Repair Service

## Functionality Overview

The application should be able to easily **import** hard-formatted data and **support functionalities** for also **exporting** the imported data. The application is called – **Car Repair Service**.

* The import JSON page before importing anything:
* Import the parts first:
* Import the mechanics second:
* The import JSON page after importing both files:
* The import XML page before importing the given data:
* Import the cars data:
* Import the tasks data:
* The import XML page after importing the data:
* The home page after the data is imported:
* Export tasks for coupe cars:

## Model Definition

There are 4 main models that the **Car Repair Service database** application should contain in its functionality.

Design them in the **most appropriate** way, considering the following **data constraints**:

### Part

* id – accepts **integer** values, a **primary identification field, an auto incremented field**.
* part name – accepts **char sequence** (between **2** to **19** inclusive). The values are **unique in the database**.
* price – a **floating point number**. Must be between **10** and **2000** (both numbers are **INCLUSIVE**)**.**
* quantity – accepts a **positive number**.

### Mechanic

* id – accepts **integer** values, a **primary identification field, an auto incremented field**.
* first name – accepts **char sequences** as valueswhere their character length value is **higher than or equal to 2.** The values are **unique in the database**.
* last name – accepts **char sequences** as valueswhere their character length value is **higher than or equal to 2.**
* email – an **email –** (must contains '@' and '.' – dot). The email of a seller is **unique**.
* phone – accepts **char sequences** as valueswhere their character length value is **higher than or equal to 2.** Can be **nullable.** The values are **unique in the database**.

### Car

* id – accepts **integer** values, a **primary identification field, an auto incremented field**.
* car type – the enumeration, one of the following – **SUV, coupe, sport**
* car make – accepts **char** **sequence** (between **2** to **30** inclusive).
* car model – accepts **char** **sequence** (between **2** to **30** inclusive).
* year – accepts a **positive number**.
* plate number – accepts **char** **sequence** (between **2** to **30** inclusive). The values are **unique in the database**.
* kilometers – accepts a **positive number**.
* engine – accepts **number** values that are **more** than or **equal** to **1.00.**

### Task

* id – accepts **integer** values, a **primary identification field, an auto incremented field**.
* price – accepts a very big **positive number**.
* **date** – a **date** and **time** of registering the task in the "**yyyy-MM-dd HH:mm:ss**" format.
* **Constraint**: The task table has a relation with the parts table.
* **Constraint**: The task table has a relation with the mechanics table.
* **Constraint**: The task table has a relation with the cars table.

### Relationships

Your partners gave you a little hint about the more complex relationships in the database so that you can implement it correctly.

One **Task** may have only one **Mechanic**, but one **Mechanic** may have many **Tasks**.

One **Task** may need only one **Part**, but one **Part** may be used in many **Tasks**.

One **Task** may have only one **Car**, but one **Car** can be in many **Tasks**.

#### Constraint

* Name the entities and their class members **exactly** in the **format stated** above.
* All fields are **NOT NULL** unless explicitly stated to be nullable.

## Data Import

Use the provided files to populate the database with data. Import all the information from those files into the database.

**You are not allowed to modify the provided files.**

**ANY INCORRECT** data should be **ignored** and a message:

"**Invalid {part / mechanic / car / task}**" should be printed.

**When the import is finished:**

"**Successfully imported {part / mechanic / car / task} {name – price**(to second digit after decimal point) **/ first name last name / carMake – carModel / price}**"

### JSON Import

Your new colleagues have prepared some JSON data for you to import.

#### Constraint

* **If the mechanic with the same email already exists in the DB return "Invalid mechanic".**

### XML Import

Your new colleagues have prepared some XML data for you to import.

**Constraint:**

* **If the car with the same plate number already exists in the DB return "Invalid car".**

#### Cars (cars.xml)

#### Tasks (tasks.xml)

#### Constraint

* **If the given mechanic name doesn't already exist in the DB return "Invalid task".**
* **The provided part ids will always be valid.**
* **Format the price to the second digit after the decimal point.**

## Data Export

Get ready to export the data you have imported in the previous task. Here you will have some complex database querying. Export the data in the formats specified below.

### Export The Highest priced Tasks from the Data Base

* Extract from the database, the **car's make, car's model, mechanic's first name, mechanic's last name, task id, engine**, **task** **price (to the second digit after the decimal point)** of the **task**.
* **Filter only coupe cars and order them by the price in descending order.**
* Return the information in this format:

**"Car {carMake} {carModel} with {kilometers}km**

**-Mechanic: {firstName} {lastName} - task №{taskId}:­­**

**--Engine: {engine}**

**---Price: {taskPrice}$**
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